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Abstract

The accurate formulation of boolean expressions is a notorious problem in programming languages and database query tools. This paper studies the ways that untrained users naturally express and interpret queries, revealing some of the underlying reasons why this task is so difficult. Among the study's findings are: people interpret the word AND to mean either conjunction or disjunction depending on context, the scope to which they attribute the word NOT depends on whether the subsequent operator is AND or OR, and they often ignore parenthesis. Therefore, relying on these words and symbols for query formulation will result in poor usability. A tabular query form is proposed that avoids the need to name the operators, provides a clear distinction between conjunction and disjunction, and makes grouping more explicit. Comparing the tabular language with textual boolean expressions, the study finds that untrained users perform better when they express their queries in the tabular language, and about equally well when interpreting queries written in either language. We conclude that systems may benefit by adopting a tabular notation for query formulation.

1. Introduction

We are applying human-computer interaction techniques to the design of new programming language features. Design decisions are resolved by looking to prior research for warnings about potential problems, suggestions for design alternatives, and guidance in selecting among various potential solutions. When necessary, we perform new user studies to investigate questions that are not fully addressed by prior research.

We are currently using this method to design a primarily textual programming system for children to use in creating interactive simulations and games. One of the challenges of this effort is to craft the features of the system to address the problems observed in the prior research. While this is straightforward in some cases, it is quite difficult in others.

One of the more notorious problem areas in programming languages is the accurate specification of boolean expressions [1]. In addition to programming languages, this same problem also appears in the task of formulating queries for common end-user activities such as web searching, library catalog searching, and other database retrieval tasks [2]. Despite the great difficulty that users have demonstrated with using the boolean operators AND, OR, and NOT to construct these expressions, no universally better alternatives have been discovered, so most programming languages continue to rely on them, including many visual and forms-based languages (e.g., [3, 4]). Early web search engines also used these operators, although many have turned to less expressive query languages (for example, the plus and minus unary operators for inclusion and exclusion). Newsweek reports that even with these simplifications, most web users are dissatisfied with search engines, and less than 6% manage to use these operators in their searches [5].

The problems with boolean queries are exemplified in studies of non-programmers writing solutions to programming problems in their own words [6, 7]. For example, in these studies it was very common for participants to use the word AND where the word OR is the correct boolean operator. Instead of saying something like “count the cars with license plates from Georgia or Louisiana” they would say “count the cars with license plates from Georgia and Louisiana.” The latter version refers to an empty set of license plates when interpreted according to boolean logic, but in English it is usually interpreted to mean the union of the two states’ license plates.\(^1\) It was also noted that the words OR and NOT rarely appeared, suggesting that boolean expressions are not a natural way to formulate these statements. The participants often used other words and sentence structures to specify their queries accurately. For example, rather than saying “if I get up late and I’m not very hungry I skip breakfast,” they might say “if I get up late I skip breakfast unless I’m very hungry.” This latter construction avoids both the AND and NOT operators.

In the new study reported here, we investigated several of these alternative formulations to see whether they were more accurate than traditional boolean expressions. In addi-

\(^1\) This ambiguity in how to interpret the word that means “and” also appears in many other natural languages, according to our informal poll.
tion, because prior research suggests that non-textual query languages may be more effective than textual syntaxes [8], the study compared these textual alternatives against a proposed new query language that uses tabular forms that would integrate well into a primarily textual language.

The study used a grid of nine colored shapes, where a subset of the shapes could be marked. The participants were given two kinds of problems: code generation problems, where some shapes were already marked and they had to formulate a query to select them; and code interpretation problems, where they were shown a query and had to mark the shapes selected by the query. They solved all of these problems twice, once using purely textual queries, and once using the proposed tabular forms.

The results suggest that a tabular language for specifying boolean expressions can improve the usability of a programming or query language. On code generation tasks, the participants performed significantly better using the tabular form, while on code interpretation tasks they performed about equally in the textual and tabular conditions. The study also uncovered systematic patterns in the ways participants interpreted boolean expressions, which contradict the typical rules of evaluation used by programming languages. These observations help to explain some of the underlying reasons why boolean expressions are so difficult for people to use accurately, and suggest that refining the vocabulary and rules of evaluation might improve the learnability and usability of textual query languages. A general awareness of these contradictions can help designers of future query systems adhere to one of the basic human-computer interaction principles: to speak the user’s language [9].

2. Related work

There is a large body of prior research that identifies usability issues in the design of programming languages, and can provide a basis for making design decisions. For the language we are currently designing for children, a survey of the prior research that applies to beginners is especially relevant [10].

Many researchers have noted that boolean query languages using the AND, OR, and NOT operators are not very effective in programming languages or database retrieval (e.g. [1, 2]). Several researchers have noted that the common usage of these operators in natural language causes errors in queries, such as the substitution of AND for OR [11, 12]. It has also been noted that the intended scope of the NOT operator is ambiguous in natural language [13].

The difficulties of boolean expressions are intensified when several operators must be combined to form the query [14]. Parenthesis improved performance in that study, but other studies have shown that beginners have difficulty with parentheses, especially if they are nested [11, 12].

Replacing the boolean query language with a different subset of natural language, using other words for the operators, is still likely to be inadequate [15]. Many systems that permit unrestricted natural language queries have been shown to be effective for information retrieval tasks (e.g. [16]), but studies of use of natural language for programming are less common (e.g. [17, 18]).

These problems have led researchers to develop graphical interfaces for queries. For example, truth tables and Venn diagrams have been shown to be effective for specifying simple queries [12, 19, 20]. Another system used tiles in a two-dimensional grid, where one dimension represented union and the other represented intersection, although these implicit semantics were found to be confusing [21]. A system that used the graphical metaphor of water flowing through filters was found to be superior to boolean expressions [8], however the screen space required for this tool might limit its effectiveness in a larger context such as a programming language.

3. Design alternatives for Boolean queries

Our new programming language for children will be primarily textual. In reviewing the prior research we found that although the problem of boolean queries is notorious, there are few prescriptions for how solve it effectively. For example, the prior work suggests that we should avoid using the words AND, OR, and NOT, but there is no hard evidence that a different textual query language would be any better.

Earlier studies have analyzed the natural language solutions that non-programmers provided to solve programming problems, and identified some common trends in the ways that boolean queries were expressed [6, 7]. The vocabulary and syntax of these solutions were unconstrained, so they provide insight into how people prefer to express their answers. We speculated that a programming language that closely matches these natural preferences would be more usable than one that requires users to translate their natural solutions into a less natural form. With this in mind, we proposed several alternate ways to express textual queries and compared them in this study. In addition, we also proposed a tabular format for queries.

3.1. Tabular query forms

Although some graphical query methods had been shown to be more effective than boolean expressions, many of them were limited to expressing very simple queries. We wanted a solution that is fully expressive. Also, many of the graphical systems would not integrate well into a programming language, where the entire computer screen cannot be devoted to this one subtask of the programming process. We required a format that is compact and readable in the context of a larger program. With these points in mind, we designed a tabular form that is fully expressive and compatible with the programming language we are developing.

Since our new programming language will represent data on cards containing attribute-value pairs, we designed the query form to also use a card metaphor. For the purposes of this study, we simplified the forms by leaving out the attribute names, and limiting the number of terms to three. We called these match forms (see Figure 1). Criteria
are placed into the slots, one term per slot. All of the terms on a single form implicitly form a conjunction. Negation is specified by pre-facing a term with the NOT operator. Disjunction is specified by including an additional match form adjacent to the first one.

Figure 1. Match forms expressing the query: (blue and not square) or (circle and not green)

This two-dimensional layout is similar to the grid of tiles described by Anick et al. [21] – one dimension implements intersection and the other implements union. However, match forms provide cues to help users remember which operator uses each dimension, such as the text in the form heading and the visual grouping. In addition, the scope of the NOT operator is made explicit by confining it to a single term. This proposed query language can express arbitrarily complex queries, although some queries have to be formulated in a less concise way than pure boolean expressions would allow. To relieve this somewhat, the forms in our proposed language will also allow an entire form to be negated (“objects that do not match ...”), but that feature is not used in this study.

4. Hypotheses

The study tests nine hypotheses. The first seven hypotheses examine various textual alternatives to traditional boolean expressions, and the last two hypotheses examine the tabular design alternative.

4.1. AND vs. nested IF

Hypothesis 1: Users will interpret nested IF statements more accurately than a boolean expression using AND.

In the prior studies, people frequently nested an IF statement inside another IF statement. Instead of saying, “if a and b then ...,” they would say, “if a then if b then ....” The use of nested IFs may be easier to use and understand because it avoids using the confusing AND operator for conjunction, and keeps the boolean expression simpler.

4.2. NOT vs. Unless

Hypothesis 2: Users will interpret an Unless clause more accurately than a boolean expression that uses AND and NOT.

In the prior studies, people often wrote a simple conditional statement and then stated an exception at the end. For example, they would write, “if a then ... unless b” This is an alternative to “if a and not b then ....” In addition to avoiding the AND operator, the Unless clause permits the user to express a negated term without using the NOT operator.

4.3. Location of Unless

Hypothesis 3: Users will interpret an Unless clause more accurately when it appears at the very end of the statement.

Although in English it may be natural to say “if a then ... unless b,” in programming languages those ellipsis (...) may be filled with a large block of code. If the Unless clause will appear at the very end of the IF statement, it will be far removed from the part of the query that is specified in the IF clause. Because this violates the principle of locality [22], it may reduce usability. While the principle of locality could not be tested directly with our simple stimuli, we wanted to investigate whether the Unless clause is sensitive to its placement within the query.

4.4. Context-dependent interpretation of AND

Hypothesis 4: Users will interpret AND as boolean conjunction in some contexts but not in other contexts.

People often use AND in places where the correct boolean operator is OR. This may be because interpretation of AND in the English language depends on its context. In some cases it is interpreted to be a further restriction on a query (boolean conjunction or set intersection), while in other cases it is interpreted to expand the query (boolean disjunction or set union). For example, these two statements are usually interpreted differently: “pick up the boxes that are blue and green” vs. “pick up the boxes that are blue and the boxes that are green.” We attempted to demonstrate this context-sensitive interpretation of the AND operator.

4.5. Verbose AND vs. OR

Hypothesis 5: Users will interpret a verbose AND expression as boolean disjunction more accurately than an OR expression.

If Hypothesis 4 is confirmed, it would be useful to characterize the contexts in which AND is interpreted as a boolean disjunction instead of conjunction. If certain constructions consistently lead to disjunctive interpretations, perhaps they can reliably replace the rarely-used OR operator. We hypothesized that a more verbose expression that restates part of the query is more likely to induce a disjunctive interpretation (see the example in Section 4.4.).

4.6. Operator precedence of NOT

Hypothesis 6: Users will interpret the NOT operator with lower precedence than the other boolean operators.

People often interpret the NOT operator with lower precedence than the other boolean operators. This is opposite to the rules of interpretation in most programming languages, where NOT has higher precedence than the other boolean operators. That is, in “not a and b,” programming languages associate the NOT tightly with the “a”, while we
expect people to first interpret the expression “a and b” and then apply the NOT operator to the result.

4.7. Parenthesis for expression grouping

Hypothesis 7: Users will misinterpret parenthesized expressions.

Regardless of the precedences chosen for the boolean operators, a mechanism is required for the user to clarify or override them. Programming languages typically use parenthesis to explicitly group sub-expressions, but research has shown that beginners have difficulty with parenthesis.

4.8. Tabular vs. textual

Hypothesis 8: Users will interpret queries that use match forms more accurately than equivalent textual queries.

Hypothesis 9: Users will generate more accurate queries using match forms than they generate using text.

We investigated the relative usability of match forms compared with text on both interpretation and generation of queries. We expected match forms to be effective because they eliminate many of the problems with text that are discussed above. By avoiding the words AND and OR, any confusion with the meaning of these words in English is avoided. Also, the precedence or grouping of the operators becomes less ambiguous.

5. Method

Before beginning the study, participants filled out a questionnaire that collected basic demographic information. Then they answered a set of problems that were divided into four sections. In two of the sections, the writing sections, the participants generated queries to match a result that we supplied. In the other two sections, the reading sections, participants interpreted queries that we supplied. We label the two writing sections WT (writing text) and WF (writing forms), and the two reading sections RT (reading text) and RF (reading forms).

There were five WT questions and five identical WF questions. Comparing the performance across these two conditions is the basis for testing hypothesis 9. By random assignment, half of the participants answered the WT questions first, and the other half answered the WF questions first, to control for any effect of presentation order. All of the writing questions were presented before any of the reading questions, so that the queries that were displayed in the reading sections would not bias their responses in the writing sections.

There were eleven RT questions, forming the basis for testing hypotheses 1-7. The first five hypotheses can be evaluated by comparing relative student accuracy across a pair of questions. Hypotheses 6 and 7 can be evaluated by examining which of two interpretations the participants used in answering a single question. To control for any effect of presentation order, participants were randomly assigned to a path through the questions. The paths were constructed so that, for every pair of questions we intended to compare, the number of times that either question appeared first was balanced.

The eleven RF questions were constructed by translating the RT questions into the tabular language. So, each participant answered the same question twice, once with text and again with match forms. Comparing the performance in these two conditions is the basis for testing hypothesis 8. By random assignment, half the participants solved the RF questions first, and the other half solved the RT questions first, to control for any effect of presentation order.

There were a total of 32 questions in the four reading and writing sections. After this, participants answered a survey of seven preference questions. Each of these showed a query result along with two or more queries that would correctly generate the result. The participants were asked to select the one they liked the best.

5.1. Participants

In addition to examining these hypotheses with children who are the target audience of our programming language, we were interested in how the results would generalize to other ages. So, we recruited both children and adults to participate in the study.

33 volunteers participated, 13 children (ages 10-14), and 20 adults (ages 18-46). 14 were male and 19 were female. All but two were native speakers of English. 7 participants reported that they had written computer programs (4 adults, 3 children). 27 reported that they had some experience with web search engines, and 18 had used advanced searching features (such as AND, OR, NOT, +, -, etc.). Two adults were experienced with the SQL database query language.

5.2. Materials

The 32 problems were presented in a web browser, one problem per web page. Each of the problem groups was preceded by an instruction page explaining how the query language or query forms work and introducing the format of the exercises. The WT and WF instruction pages were constructed to be as similar to each other as possible, as were the RT and RF pages. The web server managed the random assignment of participants to a path through the problems, the presentation of the problems in the order determined by that path, and the collection of the data anonymously. Figure 2 contains an example problem from each of the four problem groups.

5.3. Procedure

Participants began on the demographic questionnaire page and proceeded at their own pace through the materials. They were instructed to be as accurate as possible and were told that there was no time limit. When they submitted an answer, the server recorded it and presented them with the next page in the sequence. The server performed some
basic syntactic checks (for example, it made sure the user provided a boolean operator on the WT tasks, and that they didn’t put multiple criteria into a single slot in the WF tasks). If this check failed, an error message asked the participant to go back and fix the answer. Any time participants returned to a previous page to revise an answer, we recorded all of the answers but only used the final one for the results presented here.

Each participant’s answer was scored as correct or incorrect according to the following policy. Spelling errors were tolerated, as were additional words such as an, a, or the. Plural and singular forms of all words were accepted. Consistent use of an incorrect color name that did not actually appear in the study (e.g. orange for red) was tolerated. But, any incorrect replacement of one color or shape with another one that did appear in the study (e.g. blue for green) was marked as incorrect. Except where otherwise noted, textual answers were interpreted the way a programming language would interpret them. Invented shorthand notations were marked as incorrect. Redundant or overly complex answers were scored as correct if they resulted in the correct selection. Finally, on the problems where we gave special instructions, answers that did not follow the instructions were marked as incorrect even if they resulted in a correct selection (e.g. one of the questions in WF and WT asked the users include the word NOT in their answers).

Because we simplified the match forms for this study, some of the problems became more complex when they

Figure 2. An example problem from each of the four problem groups (WF, WT, RF, and RT) before the answers are filled in. The color of each object is red, green or blue on the computer screen.
were translated from $RT$ to $RF$. For example, the lack of a way to negate a whole match form causes the expression “not (a and b)” to be translated into the tabular equivalent of “(not a) or (not b).” These question pairs were discarded from the comparison of $RT$ to $RF$ in testing hypothesis 8.

6. Results

No significant differences were detected between children and adults, between males and females, or between programmers and non-programmers, so the results are aggregated across all of the participants. The numbers shown are percentages.

In evaluating hypotheses 1-5, we performed within-subject comparisons on pairs of questions from the $RT$ problem group. Statistical significance in these comparisons was evaluated with a non-parametric sign test. To test hypotheses 6 and 7, we examined which of two interpretations participants used in answering a single question. Statistical significance in these comparisons was evaluated with a binomial test. In evaluating hypotheses 8 and 9, we compared pairs of questions between $RT$ & $RF$ and between $WT$ & $WF$, respectively. These comparisons were within subject, and statistical significance was evaluated with a non-parametric sign test. In all of the statistical tests, $p<.05$ was used as the threshold for significance.

Hypothesis 1 is not confirmed.
Users will interpret nested IF statements more accurately than a boolean expression using AND.

| Nested IF: select the objects that match red, if the objects match triangle | 94 |
| AND: select the objects that match blue and circle | 85 |

not significant

Hypothesis 2 is not confirmed.
Users will interpret an Unless clause more accurately than a boolean expression that uses AND and NOT.

| Unless: select the objects that match blue, unless the objects match square | 97 |
| AND NOT: select the objects that match square and not red | 94 |

not significant

Hypothesis 3 is confirmed.
Users will interpret an Unless clause more accurately when it appears at the very end of the statement.

| Unless at end: select the objects that match blue, unless the objects match square | 97 |
| Unless earlier: unless the objects match green, select the objects that match circle | 76 |

$p<.05$

Hypothesis 4 is confirmed.
Users will interpret AND as boolean conjunction in some contexts but not in other contexts.

| select the objects that match blue and circle | 85 |
| select the objects that match blue and the objects that match circle (55% of the participants interpreted this as boolean disjunction) | 36 |

$p<.0001$

Hypothesis 5 is disconfirmed.
Users will interpret a verbose AND expression as boolean disjunction more accurately than an OR expression.

| select the objects that match blue and the objects that match circle | 55 |
| select the objects that match square or green | 82 |

$p<.05$

Hypothesis 6 is disconfirmed for NOT with AND.
Users will interpret the NOT operator with lower precedence than the other boolean operators.

| precedence of NOT is higher than AND | 64 |
| interpreted as: (not red) and square | 9 |
| precedence of NOT is lower than AND | 67 |
| interpreted as: not (red and square) | 9 |

$p<.001$

Hypothesis 6 is confirmed for NOT with OR.
Users will interpret the NOT operator with lower precedence than the other boolean operators.

| precedence of NOT is higher than OR | 9 |
| interpreted as: (not triangle) or green | 67 |
| precedence of NOT is lower than OR | 64 |
| interpreted as: not (triangle or green) | 9 |

$p<.001$

Hypothesis 7 is confirmed.
Users will misinterpret parenthesized expressions.

| ignore parenthesis, NOT has low precedence | 39 |
| observed parenthesis | 12 |

$p<.05$

As mentioned above, three of the RF problems were not well-matched to the corresponding RT problems, so these pairs were discarded in analyzing hypothesis 8. This left eight pairs of reading problems to test hypothesis 8. All five pairs of writing problems were used to test hypothesis 9.

Hypothesis 8 is not confirmed.
Users will interpret queries that use match forms more accurately than equivalent textual queries.

| Match Forms (RF) 71 |
| Text (RT) 74 |

not significant

Hypothesis 9 is confirmed.
Users will generate more accurate queries using match forms than they generate using text.

| Match Forms (WF) 94 |
| Text (WT) 85 |

$p<.0001$

The following table breaks down the individual problems in $WF$ vs. $WT$, showing the percent correct. The problems are labeled with our canonical text solutions.
7. Discussion

Although the results help to explain some of the reasons why boolean queries using AND, OR, and NOT are so difficult, the textual alternatives that we proposed did not improve performance. On the other hand, the proposed tabular query forms did improve performance on writing tasks, while performing about the same on reading tasks.

7.1. Textual query variations

Hypothesis 1 was not confirmed. The participants performed about the same using nested IF statements as they did using a boolean expression with the AND operator. On the preferences survey, the majority of the participants preferred the boolean expression.

Hypothesis 2 was not confirmed. The participants performed about the same using an Unless clause as they did using a boolean expression with the AND and NOT operators. On the preferences survey, the majority of the participants preferred the boolean expression.

Hypothesis 3 was confirmed. The participants performed significantly better with the Unless clause at the end than they did with the Unless clause earlier in the statement. However, given the result of Hypothesis 2, the importance of this result is questionable. Also, the very simple problems used in this study did not provide a good way to test the situation where we speculated that the Unless would violate the principle of locality. On the preferences survey, the majority of the participants preferred the Unless at the end.

Hypothesis 4 was confirmed. Two slightly different queries using AND resulted in significantly different interpretations. 85% of the participants interpreted the AND in “select the objects that match blue and circle” as a conjunction operator. But only 36% of them interpreted it that way in “select the objects that match blue and the objects that match circle.” Instead, 55% of them interpreted the AND in the second statement as a disjunction operator. This result helps to explain the frequently observed error where users incorrectly use AND instead of OR.

Hypothesis 5 was disconfirmed. Despite the fact that the majority of the participants interpreted AND as a disjunction operator in “select the objects that match blue and circle,” they are significantly more accurate in interpreting disjunction if the OR operator is used. On the preferences survey, the majority of the participants preferred OR over a verbose AND statement to express disjunction.

In the surprising results of hypothesis 6, we measured reliable effects in opposite directions depending on context. The hypothesis was disconfirmed when comparing the precedence of NOT with AND. 64% of the participants treated NOT with higher precedence than AND, matching the common usage in programming languages. However, the hypothesis was confirmed when comparing the precedence of NOT with OR. In this case, 67% of the participants treated NOT with lower precedence than OR. Since consistency is an important human-computer interaction principle [9], this reversal in the natural interpretation of precedence suggests that it is unwise to rely on implicit precedence rules.

Hypothesis 7 was confirmed. Users ignored parenthesis significantly more often than they observed them. The query was, “select the objects that match (not circle) or blue.” The results on hypothesis 6 suggest that without the parenthesis, most participants would have applied the NOT operator to the expression “circle or blue.” The parenthesis were not able to override this tendency.

7.2. Match forms vs. text

Hypothesis 8 was not confirmed. On reading tasks, the participants performed better as well with match forms as they did with text. However, hypothesis 9 was confirmed. On writing tasks, the participants performed significantly better with the match forms than they did with text. This disparity, where a positive effect is stronger on generation tasks than interpretation tasks, has also been observed in other systems (e.g. [23]). On the preferences survey, which was a reading task, the participants’ choices were about equally divided between text and match forms.

Match forms were not superior for code interpretation, but they did not have a detrimental impact on that task. Thus the overall effect of using match forms should be positive due to the strong gains on generation tasks, despite the lack of an effect on interpretation tasks.

The breakdown of individual questions in the query generation task shows that the participants performed about the same in the two conditions when the queries were simpler, but as the queries became more complex, the differences in favor of the match forms increased. While the trend in favor of match forms was present in all cases, only the queries that involved disjunction revealed significant differences between match forms and text. As expected, the most common error on these problems was the substitution of AND where OR was required.

The three problems that were excluded from the reading comparison were among the more complex queries. Since the advantage of query forms is stronger on more complex queries, excluding this data may have reduced any positive effect of match forms on the reading task, making it less likely that our study would be able to confirm hypothesis 8. Further research into this question is warranted.

The strong effect of match forms came with very little training. It is unlikely that the participants had used an equivalent tabular query language before, and they only viewed a brief instruction page with a few examples before beginning to solve the problems. While the instructions for
the textual problems were similarly brief, the participants brought knowledge from a lifetime using the words AND, OR, and NOT in English. This may have interfered with the programming language interpretation, or made them less careful in reading the instructions.

8. Conclusions

Based on the results of this study, we can make the following recommendations to designers of programming languages, scripting tools and search engines that incorporate query mechanisms:

• Do not use the word AND.
• Do not rely on parenthesis for grouping.
• Do not use the word OR.
• Consider using tabular query forms instead of pure text.
• Do not rely on implicit operator precedence rules.
• Consider using tabular query forms instead of pure text.

This study of what is natural for untrained users provides a scientific basis for choosing among design alternatives in query tools for beginners. We will use these results in the design of a new programming system for children, expecting that this strategy will yield a language that is easier to learn and use than other languages. In addition to these specific recommendations, the strategy employed here can be used by developers to assist in the design of other kinds of tools.
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